1. Весы

Напишите класс **Balance** для описания весов с двумя чашами. На левую и правую чашу объекта будут добавляться грузы с различным весом, ваша задача определить положение чаш.

Метод add\_right принимает целое число — вес, положенный на правую чашу весов, add\_left — на левую чашу. Метод result должен возвращать символ =, если вес на чашах одинаковый, R — если перевесила правая, L — если перевесила левая.

Пример 1

| Ввод | Вывод |
| --- | --- |
| balance = Balance()  balance.add\_right(10)  balance.add\_left(9)  balance.add\_left(2)  print(balance.result()) | L |

Пример 2

| Ввод | Вывод |
| --- | --- |
| balance = Balance()  balance.add\_right(10)  balance.add\_left(5)  balance.add\_left(5)  print(balance.result())  balance.add\_left(1)  print(balance.result()) | =  L |

1. Вектор на плоскости

Напишите класс MyVector, описывающий геометрический вектор и операции с ним.

Операции: сложение, вычитание, умножение на константу (в случае, когда константа стоит слева и справа, умножение \*=), вывод , сравнение на равенство и неравенство, длина вектора (\_\_abs\_\_). Данные операции необходимо реализовать через **специальные функции**.

Пример 1

| Ввод | Вывод |
| --- | --- |
| v1 = MyVector(-2, 5)  v2 = MyVector(3, -4)  v\_sum = v1 + v2  print(v\_sum) | MyVector(1, 1) |

1. Сложение многочленов

Реализуйте класс Polynomial для вычисления многочлена при заданном х, а также для сложения многочленов.

Конструктор класса Polynomial(coefficients) принимает список из коэффициентов.

Вызов экземпляра класса (необходимо использовать соответствующий специальный метод) вычисляет значение в переданной точке.

В результате сложения двух многочленов должен создаваться новый экземпляр класса Polynomial.

**Пример 1**

| Ввод | Вывод |
| --- | --- |
| poly = Polynomial([10, -1])  print(poly(0))  print(poly(1))  print(poly(2)) | 10  9  8 |

### Пример 2

| Ввод | Вывод |
| --- | --- |
| poly1 = Polynomial([0, 1])  poly2 = Polynomial([10])  poly3 = poly1 + poly2  poly4 = poly2 + poly1  print(poly3(-2), poly4(-2))  print(poly3(-1), poly4(-1))  print(poly3(0), poly4(0))  print(poly3(1), poly4(1))  print(poly3(2), poly4(2)) | 8 8  9 9  10 10  11 11  12 12 |

1. **СМС-рассылка**

Для создания смс-рассылки напишите классы **Person** и **Company**, а также функцию **send\_sms**.

Объект класса **Person** при инициализации принимает значения имени, отчества и фамилии человека, а также словарь с номерами его телефонов.

Класс должен содержать следующие методы:

1. **get\_phone()** – возвращает телефон из словаря по ключу 'private' или None, если такого телефона нет,
2. **get\_name()** – возвращает фамилию, имя и отчество человека через пробел,
3. **get\_work\_phone()** – возвращает телефон из словаря по ключу 'work' или None, если такого телефона нет,
4. **get\_sms\_text()** – возвращает текст «Уважаемый <имя> <отчество>! Примите участие в нашем беспроигрышном конкурсе для физических лиц».

Объект класса **Company** при инициализации принимает название компании, тип компании, словарь с её телефонами, а также неограниченное количество работников компании (объектов класса **Person**).

Класс должен содержать следующие методы:

1. **get\_phone()** – возвращает телефон из словаря по ключу 'contact', если его нет, то телефон первого работника, у которого есть телефон по ключу 'work', или None, если таких работников не найдётся,
2. **get\_name()** – возвращает название компании,
3. **get\_sms\_text()** – возвращает текст «Для компании <название компании> есть супер предложение! Примите участие в нашем беспроигрышном конкурсе для <тип компании>».

Функция **send\_sms** должна принимать неограниченное количество объектов класса **Person** или **Company** и в случае, если найден номер для отправки (с помощью метода get\_phone()), выводить сообщение «Отправлено СМС на номер <номер> с текстом: <Текст СМС>», иначе – текст «Не удалось отправить сообщение абоненту: <ФИО человека или название компании>».

**Пример 1**

| Ввод | Вывод |
| --- | --- |
| person1 = Person("Ivan", "Ivanovich", "Ivanov", {"private": 123, "work": 456})  person2 = Person("Ivan", "Petrovich", "Petrov", {"private": 789})  person3 = Person("Ivan", "Petrovich", "Sidorov", {"work": 789})  person4 = Person("John", "Unknown", "Doe", {})  company1 = Company("Bell", "ООО", {"contact": 111}, person3, person4)  company2 = Company("Cell", "АО", {"non\_contact": 222}, person2, person3)  company3 = Company("Dell", "Ltd", {"non\_contact": 333}, person2, person4)  send\_sms(person1, person2, person3, person4, company1, company2, company3) | Отправлено СМС на номер 123 с текстом: Уважаемый Ivan Ivanovich! Примите участие в нашем беспроигрышном конкурсе для физических лиц  Отправлено СМС на номер 789 с текстом: Уважаемый Ivan Petrovich! Примите участие в нашем беспроигрышном конкурсе для физических лиц  Не удалось отправить сообщение абоненту: Sidorov Ivan Petrovich  Не удалось отправить сообщение абоненту: Doe John Unknown  Отправлено СМС на номер 111 с текстом: Для компании Bell есть супер предложение! Примите участие в нашем беспроигрышном конкурсе для ООО  Отправлено СМС на номер 789 с текстом: Для компании Cell есть супер предложение! Примите участие в нашем беспроигрышном конкурсе для АО  Не удалось отправить сообщение абоненту: Dell |

**Пример 2**

| Ввод | Вывод |
| --- | --- |
| person1 = Person("Степан", "Петрович", "Джобсов", {"private": 555})  person2 = Person("Боря", "Иванович", "Гейтсов", {"private": 777, "work": 888})  person3 = Person("Семен", "Робертович", "Возняцкий", {"work": 789})  person4 = Person("Леонид", "Арсенович", "Торвальдсон", {})  company1 = Company("Яблочный комбинат", "ООО", {"contact": 111}, person1, person3)  company2 = Company("ПластОкно", "АО", {"non\_contact": 222}, person2)  company3 = Company("Пингвинья ферма", "Ltd", {"non\_contact": 333}, person4)  send\_sms(person1, person2, person3, person4, company1, company2, company3) | Отправлено СМС на номер 555 с текстом: Уважаемый Степан Петрович! Примите участие в нашем беспроигрышном конкурсе для физических лиц  Отправлено СМС на номер 777 с текстом: Уважаемый Боря Иванович! Примите участие в нашем беспроигрышном конкурсе для физических лиц  Не удалось отправить сообщение абоненту: Возняцкий Семен Робертович  Не удалось отправить сообщение абоненту: Торвальдсон Леонид Арсенович  Отправлено СМС на номер 111 с текстом: Для компании Яблочный комбинат есть супер предложение! Примите участие в нашем беспроигрышном конкурсе для ООО  Отправлено СМС на номер 888 с текстом: Для компании ПластОкно есть супер предложение! Примите участие в нашем беспроигрышном конкурсе для АО  Не удалось отправить сообщение абоненту: Пингвинья ферма |

E. Очередь

Очередь – это такая структура данных, работа с которой определяется принципом FIFO (First In First Out). **Очередь может быть инициализирована** различным числом элементов.

Например,

q = Queue(1, 2, 3, 4, 5) – создаёт очередь [1 -> 2 -> 3 -> 4 -> 5], а

q1 = Queue(1, 2, 3) – очередь [1 -> 2 -> 3].

Но всё же есть гарантия того, что для инициализации передается хотя бы один параметр.

**Класс Queue реализует следующие методы:**

**append(∗values)** – добавляет несколько значений в конец очереди (как минимум одно).

**copy()** – создаёт копию данной очереди, то есть возвращает новую очередь, полностью аналогичную исходной.

**pop()** – вытаскивает и возвращает первый элемент очереди, при этом этот элемент из очереди удаляется. Если очередь пуста, то возвращает None.

**extend(queue)** – расширяет данную очередь другой, то есть приклеивает вторую очередь к первой.

**next()** – возвращает новую очередь, начинающуюся со второго элемента текущей.

**Также требуется реализовать следующие операторы и встроенные** **функции:**

**queue1+queue2** – склейка очередей создаёт новую увеличенную очередь.

**queue1+=queue2** – расширяет первую очередь второй.

**queue1==queue2** – проверяет очереди на равенство всех элементов. Возвращает True или False.

**queue>>N** – создаёт новую очередь без первых N (вышедших) элементов. В случае, когда N превышает количество элементов очереди, следует вернуть пустую очередь.

**str(queue)** – приводит очередь к строке вида [q1 -> q2 -> q3 -> ... -> qn]. Пустая или ошибочная очередь – это []

**next(queue)** – аналогичное действие методу next()

## Пример

| Ввод | Вывод |
| --- | --- |
| q1 = Queue(1, 2, 3)  print(q1)  q1.append(4, 5)  print(q1)  qx = q1.copy()  print(qx.pop())  print(qx)  q2 = q1.copy()  print(q2)  print(q1 == q2, id(q1) == id(q2))  q3 = q2.next()  print(q1, q2, q3, sep = '\n')  print(q1 + q3)  q3.extend(Queue(1, 2))  print(q3)  q4 = Queue(1, 2)  q4 += q3 >> 4  print(q4)  q5 = next(q4)  print(q4)  print(q5) | [1 -> 2 -> 3]  [1 -> 2 -> 3 -> 4 -> 5]  1  [2 -> 3 -> 4 -> 5]  [1 -> 2 -> 3 -> 4 -> 5]  True False  [1 -> 2 -> 3 -> 4 -> 5]  [1 -> 2 -> 3 -> 4 -> 5]  [2 -> 3 -> 4 -> 5]  [1 -> 2 -> 3 -> 4 -> 5 -> 2 -> 3 -> 4 -> 5]  [2 -> 3 -> 4 -> 5 -> 1 -> 2]  [1 -> 2 -> 1 -> 2]  [1 -> 2 -> 1 -> 2]  [2 -> 1 -> 2] |

**F. Сумматоры**

Реализуйте несколько классов, вычисляющих суммы следующих последовательностей натуральных чисел от 1 до N:

* ![](data:image/png;base64,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)
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Сделайте это с помощью наследования.  
Базовым классом будет Summator, который реализует методы transform(n) и sum(N).

Метод transform(n) выполняет преобразование элемента последовательности. Для класса Summator это будет тождественное преобразование, т.е. transform(n) == n. Метод transform(n) будет переопределяться в производных классах.

Метод sum(N) должен вычислять сумму значений transform(n) для всех значений n от 1 до N.

Производные классы должны переопределять метод transform(n):

* SquareSummator: transform(n) == n \*\* 2
* CubeSummator: transform(n) == n \*\* 3

Метод sum(N) переопределять не нужно.

**Подсказка:** для проверки корректности реализации классов Summator, SquareSummator, CubeSummator воспользуйтесь формулами:
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**G. Заготовка для игры**

При разработке компьтерных игр зачастую создаётся очень сложная система классов. В этой задаче необходимо сделать небольшую заготовку, которую потом можно будет использовать для создания своей игры.

Реализуйте класс **Weapon** для оружия, который при инициализации должен принимать имя оружия **name**, наносимый урон **damage**, а также радиус, на котором оружие может достать до врага – **range**.

В классе **Weapon** должны быть реализованы следующие методы:

1. **hit(actor, target)** – удар персонажем actor персонажа target. Метод должен проверять, жив ли персонаж target, если нет, то выводить сообщение «Враг уже повержен», иначе должна проводится проверка расстояния от actor до target. Если расстояние больше range оружия, тогда надо выводить сообщение «Враг слишком далеко для оружия <name>». В случае, если target жив и оружие имеет достаточный range, вывести сообщение «Врагу нанесен урон оружием <name> в размере <damage>» и нанести урон target.
2. приведение к строке – при приведении к строке должно возвращаться имя оружия. Реализуйте класс **BaseCharacter** для создания базовых персонажей, который при инициализации должен принимать **pos\_x** и **pos\_y** – позицию персонажа в мире, **hp** – количество жизней персонажа.

Класс **BaseCharacter** должен реализовывать методы:

1. **move(delta\_x, delta\_y)** – для перемещения персонажа на delta\_x и delta\_y в игровом мире.
2. **is\_alive()** – проверка, жив ли персонаж. Возвращает True, если жив, иначе – False.
3. **get\_damage(amount)** – убавляет количество жизней персонажа на amount. При достижении 0 или отрицательного значения персонаж считается мёртвым.
4. **get\_coords()** – возвращает кортеж с текущими координатами персонажа.

Реализуйте класс **BaseEnemy** для создания противников, который расширяет класс

BaseCharacter. При инициализации он должен принимать **pos\_x** и **pos\_y** – позицию персонажа в мире, **weapon** – оружие, **hp** – количество жизней персонажа. Класс должен использовать инициализатор BaseCharacter.

Класс **BaseEnemy** должен реализовывать следующие методы:

1. **hit(target)** – для удара персонажа target. Метод должен позволять ударить только персонажа класса MainHero. Для всех других классов должно печататься сообщение «Могу ударить только Главного героя».
2. приведение к строке – при приведении к строке должно возвращаться «Враг на позиции (<pos\_x>, <pos\_y>) с оружием <weapon>»

Реализуйте класс **MainHero** для создания главного героя, который расширяет класс BaseCharacter. При инициализации он должен принимать **pos\_x** и **pos\_y** – позицию персонажа в мире, **name** – имя персонажа, **hp** – количество жизней персонажа. Класс должен использовать инициализатор BaseCharacter.

Класс MainHero должен реализовывать следующие методы:

1. **hit(target)** – для удара персонажа target. Метод должен проверять, есть ли у персонажа оружие, если его нет выводить - «Я безоружен», иначе позволять ударить только персонажа класса BaseEnemy. Для всех других классов должно печататься сообщение «Могу ударить только Врага».
2. **add\_weapon(weapon)** – добавляет оружие в инвентарь персонажа, если это оружие единственное, то оно должно экипироваться сразу же. Метод должен печатать: «Подобрал <weapon>». Метод должен работать только для переданных объектов класса Weapon, для всего остального он должен печатать сообщение «Это не оружие».
3. **next\_weapon()** – для смены оружия. Если оружия нет, то должно выводиться « безоружен», если есть только одно оружие – «У меня только одно оружие», иначе должна производиться смена оружия на следующее (в порядке подбора, по кругу) и выводиться сообщение «Сменил оружие на <weapon>».
4. **heal(amount)** – для повышения количества жизней персонажа на amount. При этом максимальный уровень здоровья главного героя – 200. Также должно выводиться сообщение «Полечился, теперь здоровья <hp>».

## Пример

| Ввод | Вывод |
| --- | --- |
| weapon1 = Weapon("Короткий меч", 5, 1)  weapon2 = Weapon("Длинный меч", 7, 2)  weapon3 = Weapon("Лук", 3, 10)  weapon4 = Weapon("Лазерная орбитальная пушка", 1000, 1000)  princess = BaseCharacter(100, 100, 100)  archer = BaseEnemy(50, 50, weapon3, 100)  armored\_swordsman = BaseEnemy(10, 10, weapon2, 500)  archer.hit(armored\_swordsman)  armored\_swordsman.move(10, 10)  print(armored\_swordsman.get\_coords())  main\_hero = MainHero(0, 0, "Король Артур", 200)  main\_hero.hit(armored\_swordsman)  main\_hero.next\_weapon()  main\_hero.add\_weapon(weapon1)  main\_hero.hit(armored\_swordsman)  main\_hero.add\_weapon(weapon4)  main\_hero.hit(armored\_swordsman)  main\_hero.next\_weapon()  main\_hero.hit(princess)  main\_hero.hit(armored\_swordsman)  main\_hero.hit(armored\_swordsman) | Могу ударить только Главного героя (20, 20)  Я безоружен  Я безоружен  Подобрал Короткий меч  Враг слишком далеко для оружия Короткий меч  Подобрал Лазерная орбитальная пушка  Враг слишком далеко для оружия Короткий меч  Сменил оружие на Лазерная орбитальная пушка  Могу ударить только Врага  Врагу нанесен урон оружием Лазерная орбитальная пушка в размере 1000  Враг уже повержен |